1. Introduction

The paper presents an interdisciplinary project (automation, mechatronics, computer science, applied neurology recovery) consisting of the development of an embedded system of neurostimulator. This system is useful for the recovery needs of handicapped persons due to damage to the central nervous system. For this implementation the mathematical model of the neurostimulator was developed and simulated using the SIMULINK package from MATLAB. The obtained model was implemented in a FPGA circuit of SPARTAN 3E type 16,000 through the Xilinx package - System Generator.
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Figure 1. The parameters for one waveform of the electrical stimulus

The mathematical model that defines the waveform was achieved using Simulink continuous type library elements.

Once developed this model, it is implemented using Xilinx elements. These elements are integrated into Matlab environment with Xilinx installation (it should be noted that installations order matters: first to install Matlab and then to install Xilinx).

All experiments through a Spartan 3E1600 development boards have concluded that such an approach is not feasible. The main reason - unable developing a model based on Xilinx elements for implementing an integrator. To remove this problem, we started to develop a new model to achieve the same waveform as that shown in Figure 1, a model in which this time we will no longer use continuous components, but we will only use discrete components [11]. The result, implemented using Xilinx blocks, is shown in Figure 2.

Simulation results (in Matlab) of this model can be viewed in Figure 3.

As it can be seen, the Figures 1 and 3 contain the same waveform, so that the model developed can be practically implemented using a development board Spartan 3E1600 [13].
Figure 2. The corresponding model realized in Xilinx technology.

Figure 3. The Matlab simulated results of the developed model.
2. Dynamic Systems Via Simulation Simulink

Simulating a dynamic system using SIMULINK is done in two stages [6]:

1. Initially, the system builds graphical model analyzed using Simulik editor; model developed characterized as temporary interdependence between input variables, state or output of the mathematical model to be simulated;

2. In the second stage analysis is performed on a model simulation time required, in the presence of exogenous signals specific dynamic system behavior.

Simulink program can be launched by using the mouse's icon in the menu bar as shown in Figure 4.

Figure 4. The used icon from Simulink

Matlab / Simulink contains an impressive library of standard Xilinx blocks (Simulink blocks) as can be seen in Figure 5.

To open a new model, the command New Model is chosen from the File menu. Simulink library blocks can be copied in the model editor by the Drag & Drop operation in order to form the block diagram of the dynamic system. In this simulation program, the block diagram has a fundamental role; it is a graphic design that replaces the system of equations that describe the mathematical model associated with the process. The block diagram contains a set of symbols called blocks, joined by interconnecting lines. Each block represents an elementary dynamic system, which, according to the input size, initial state and the specific parameters, produces a continue output for the continue blocks or output values in the case of discrete systems [3], [4].

Connecting lines are oriented segments which connect an output size of a block and an input size of another block. Each block of the diagram has a required functionality and the input / output dependency (in terms of the mathematical model) is well defined and independent of the position that the block occupies in the diagram [1], [2].

Figure 5. The Xilinx standard blocks library available also in Simulink

Basically, a block represents an elementary dynamic system which knows how to program and simulate the behavior. The Simulink library contains continue and discreet blocks. Responses of continuous blocks of data are obtained by continuous time dependencies; on the other hand, the discrete blocks show output size variation at discrete moments of time, well defined by fixing samples of time. Discrete blocks save the output between two time values for sampling the first value.

The main advantage offered by such software is that writing the dynamic equations is replaced by a graphical representation made by the interconnection of blocks available in its library and can be easily accessed. When the model is fitted to graphic window and the associated parameters were properly set, Simulink is able to run the simulation.
3. Hardware Implementation

3.1 Algorithms and hardware implementation flows methods

Today, many signal processing products are implemented in FPGAs [2]. Modern FPGA boards can offer enhanced performance compared with standard DSP chips, making their presence very appropriate in many applications that use signal processing.

Typically there are two groups involved in the design and implementation of DSP algorithms in an FPGA:
- DSP architectures
- Hardware design engineers.

Unfortunately there is a "wall of abstraction" between engineers who create the algorithms and those who design them.

3.2. Instantiations IP and NETLIST-ING

FPGA's major producers (as is the case of the Xilinx) have created IP parameterized models where each model represents a DSP-specific operation (there are models for many functions such as FFT or FIR). Each model has an instance in Simulink (where is referred to as a blockset) and a similar instance in the FPGA. Once the design has been demonstrated in Simulink, it can be quickly and easily turned into a real implementation as a parameterized netlist. An observation is important to underline at this point, meaning that this solution is strongly dependent on the manufacturer's FPGA. It should be stressed that once the FPGA implementation is done, it will be not easy nor simple to make the implementation be portable to another manufacturer's FPGA.

In practice, a major problem with this design flow is that there is a clear demarcation between the algorithmic area and the field of implementation. As discussed before, DSP architects must work to a high level of abstraction in Simulink. In reality, they are forced to parameterize every aspect of models with low level implementation-specific decisions for hardware engineers.

This new model is the model used in this project, but it should be noted also that there are some methods used for logic synthesis. These methods do not use the details necessary for the netlist implementation level, the designer having to offer only the RTL requirements such as time and area of use. Giving this information, synthesis engineer may quickly explore a significant number of alternative implementations and make the necessary optimizations to achieve the objectives. One such synthesis program is the Synplify DSP program.

3.3. The FPGA implementation of the proposed model

In this chapter we will present methods for generating a board support package for XC3S1600E FPGA development board. Generating the package will be delivered by SBD Builder tool [1], [2].

For the package, the following steps must be taken:

Step 1 - Setting XC3S1600E board support package.

1. Launch MATLAB and then launch the program running Simulink.
2. Create a new model of program Simulink model by choosing menu File -> New
3. In the Simulink Library Browser window, in the Libraries tab, expanding Xilinx Blockset library, the "System Generator" item could be selected. Once this item is selected, by a Drag & Drop operation, it will be brought in the new created model.
4. Double click on the System Generator item.
5. In the System Generator window, the Compilation field will be selected and then select Compilation Co-Simulation ⇒ New Compilation Target
6. Write the features of the board used for the implementation and the clock section as follows:
   - Board name XC3S1600E
   - Frequency (MHz):
   - 50 Pin Location: C9

   The development board will connect to the USB port of a computer and the Power button of the board will be placed in position On.
7. The Detect button is selected to automatically detect the JTAG
transmission parameters. The following detection values are obtained:

- scanning a perimeter position: 1 (xc3s1600E is the first device from the JTAG chain, followed by the Flash Platform and then by the CoolRunner™-II device)
- the IR length: press the Detect button (see also 6, 8, 8).

**Observation:** You need to check the position of devices in JTAG chain programming using the IMPACT utility software provided by ISE Foundation; the IMPACT utility can be launched as a stand-alone program via the Start menu.

**Figure 6.** SBDbuilder specifications/options for Spartan 3E board

8. In Targetable Devices section, the following sequence of selections will be performed:
   - Button ADD
   - Option spartan3e
   - Option xc3s1600e
   - Option -4
   - Option fg320

9. The *Save file* button has to be selected and, in this way, there are saved the files from the installation path System Builder Program as follows:

   C:\Xilinx\10.1\DSP_Tools\sysgen\plugins\compilation\HardwareCo-Simulation\XC3S1600E

**Step 2** – The neurostimulator simulation and the hardware model generation.

1. The neurostimulator model from the Xilinx version is shown in Figure 2.
2. Simulation design will produce the result shown in Figure 3.
3. The System Builder will check that the module has the following options selected:
   - a compilation: HDL Co-Simulation → XC3S1600E
   - a target directory: / hwcosim
   - a Tool for Synthesis: XST
   - a hardware description language: Verilog

   The Generate button is selected from the System Generator window in order to generate the hardware model.

**Observation:** System Generator will generate Verilog code [10] and the software will automatically launch the Xilinx ISE to generate the string of bits. The above execution block represents the neurostimulator hardware model.

**Step 3** – Connecting the HW model and Co-Sim realization.

Before the execution of Co-Sim simulation, the hardware execution model will be connected to the project and some „in-loop” hardware checks are realized.

1. The execution block is added and linked as presented in Figure 7.
2. Double-click on the HW co-simulation block and specify the USB Xilinx Platform and the download cable.
3. Select the Start Simulation button to perform the „hardware-in-loop” verification as it can be seen in Figure 8.

The system generator will configure the FPGA and then it will simulate. The result of simulation (observed on the oscilloscope with two inputs) is presented in Figure 9. It may be noted that the waveforms resulting from the hardware simulation are identical with the waveforms obtained in the logic simulation case.
Figure 7. *JTAG* Co-simulation

Figure 8. Hardware simulation for the proposed model

Figure 9. The hardware generated waveform is identical with the waveform generated by software.
4. Developing a Hardware Prototype

Once we got a hardware model that satisfies all the requirements, we have to create the hardware in order to ensure independent operation of the designed device.

According to Figure 7, this could be realized if we find a way to retrieve the signal which is assumed to come from a continuous signal source. The signal should be converted to a digital signal in order to be used by the FPGA circuit. The signal conversion was achieved through the PMOD AD1 circuit that is shown in Figure 10.

This module is used to convert a continuous signal into a digital one. The module contains 2 input signals and the conversion is done on 12 bits. The module provides a total of 1,000,000 samples / sec. The module integrates perfectly with the development board, being connected on the J7 connector, which is the input connector of the board.

The hwcosim „test_2” module presented in Figure 7 is implemented in a FPGA circuit of Spartan 3E type; this circuit is contained by the development board.

This last hardware module that has to be added is the one for the conversion of the resulted signal. This module is necessary since the obtained signal is a digital signal and the output will be delivered as a continuous signal. This conversion is provided by the PMOD - DA1 module, shown in Figure 11.

This module provides 4 outputs. Since the output must be on 8 channels, for the remaining 4 outputs we will use the 4 outputs that already exist on the development board. The general assembly is shown in Fig 12.

The last hardware module that has to be added is the one for the conversion of the resulted signal. This module is necessary since the obtained signal is a digital signal and the output will be delivered as a continuous signal. This conversion is provided by the PMOD - DA1 module, shown in Figure 11.

This module provides 4 outputs. Since the output must be on 8 channels, for the remaining 4 outputs we will use the 4 outputs that already exist on the development board. The general assembly is shown in Figure 12.

5. Conclusions

This paper presented the FPGA implementation of a neurostimulator for the recovery of handicapped persons due to the damage of the central nervous system. The new neurostimulator was developed in SIMULINK. The resulting waveforms were shown in Figure 3. A hardware prototype was developed by means of a development board based on a FPGA circuit - Spartan 3E. The

Figure 10. The PMOD AD1 module

Figure 11. The PMOD DA1 module

Figure 12. The hardware assembly for complete implementation of the neurostimulator
waveforms obtained at the output of the hardware device are identical to those obtained in the logic simulation model developed in SIMULINK.

In this way, using the proposed embedded type neuroprosthesis, the patient will become more socially integrated, the new biotech product having a direct impact on the quality of his life.
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